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Abstract—In practice, engineers find that software 
quality depends heavily on the maturity and reliability of 
the software process. Therefore, organizations are placing 
increased attentions on finding an efficient way of 
integrating elements of software process in order to 
produce high quality software with lower cost and risk. 
Various kinds of techniques are used to manage, monitor 
and analyze software process. We proposed an idea of 
modeling software process in Little-JIL language, and then 
introduce automatic Fault Tree Analysis (FTA) technique 
and Failure Mode and Effect Analysis (FMEA) technique, 
two fully-fledged and widely used safety analysis 
techniques, to analyze software process. Results of these 
two techniques can be combined to improve software 
process, which may lead to software products with higher 
quality and reliability, also lower cost and risk. 
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I.    INTRODUCTION 
Software process is a series of ordered activities developing 

and maintaining software products. Each activity indicates its 
artifacts, resources, agents, architectures, and so on [1, 2]. 
That is to say, software process is the way of producing 
software, and it’s a complicated system consisting of various 
essential elements which are related to software production [3]. 
In practice, more and more organizations realize that quality 
of software products depends heavily on the software process 
they use [1, 4, 5]. Software process management is necessary 
to high quality software products [6, 7]. Organizations are 
placing increased attentions on finding an efficient way of 
integrating elements of software process in order to produce 
high quality software with lower cost and risk [8]. Various 
kinds of techniques can be used to manage, monitor and 
analyze software process. Fault Tree Analysis (FTA) 
technique and Failure Mode and Effect Analysis (FMEA) 
technique, two widely accepted and fully-fledged safety 
analysis techniques, can be used to detect weaknesses and 
safety problems in software process. Before applying these 
two techniques to analyze software process, there is still one 
issue to be addressed, software process should be modeled by 
languages with enough precise semantics. Little-JIL process 
definition language is a language which satisfies this 
requirement. It is an executable, high-level process 
programming language with a formal (yet graphical) syntax 

and rigorously defined operational semantics [9]. It provides a 
process modeling method basing on activities, which are 
defined as steps in Little-JIL processes. This paper puts 
forward to an approach of applying automatic FTA and FMEA 
techniques to analyze software process after modeling it using 
Little-JIL language, and combine analysis results to help 
improve software process. 

   The rest of this paper is organized as follows. Section II 
provides a brief introduction of the Little-JIL process 
definition language and how to model software process in 
Little-JIL process language. Section III gives a description of 
performing FTA technique and FMEA technique to software 
process, and also how to combine the analysis results of both 
FMEA technique and FTA technique to help improve software 
process. Section IV presents related works. The final section 
provides conclusions and suggests future work. 

II.   MODELING SOFTWARE PROCESS USING 
LITTLE-JIL PROCESS DEFINITION LANGUAGE 

A.   Introduction of Little-JIL Process Definition Language 
   A Little-JIL process (process specified using Little-JIL 
language) is a hierarchy of steps, each of which represents a 
single unit of task. Step is the basic element of Little-JIL 
process. Each step specifies all parameters and resources it 
uses in its interface. Parameters are passed between different 
steps via parameter bindings. According to different parameter 
flow directions and scopes, there are four parameter types, In, 
Out, In/Out and Locals. Little-JIL process assigns each step to 
an execution agent and coordinates execution sequence of 
steps. Step without any sub-steps is called leaf step. Each non-
leaf step has a sequencing badge which indicates the executing 
order of its sub-steps. There are four types of step sequencing, 
a “sequential” step executes its sub-steps from left to right one 
by one and is completed when all of its sub-steps have been 
completed; a “parallel” step posts its sub-steps concurrently 
and is completed when all of its sub-steps have been 
completed; a “try” step executes its sub-steps from left to right 
one by one and is completed when one of its sub-steps has 
been completed; a “choice” step tries to choose one of its sub-
step to be executed and is completed until one of its sub-steps 
has been completed. A step can optionally be proceeded by 
one or several pre-requisite step(s) or/and be followed by one 
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or several post-requisite step(s). In Little-JIL language, a 
resource is any entity for which there is contention for access 
[10], and agent is defined as a special kind of resource. 
Resources in Little-JIL language are managed by an external 
resource manager and their acquisitions need to be explicitly 
specified in step interfaces. An artifact produced by one step 
may be a resource to other steps. Resources can be passed 
between steps through parameter bindings just like parameter 
passing. Steps in Little-JIL language may throw exceptions, 
which can be handled by exception handler steps. There is a 
mechanism named “cardinality” for expressing the optionality 
or repetition of a step [10]. The number of instances of a step 
that should be created may be specified statically within a 
process, be determined by the agent assigned to the steps, or 
process programmers may indicate that step instances should 
be created based on the availability of artifacts or resources 
[10]. Space limitations prevent describing all the features of 
Little-JIL language. We only give a brief introduction of 
semantics of Little-JIL language here. Details of the language 
can be found in [10]. 

B.   Modeling Software Processes Using Little-JIL Process 
Definition Language 
   Different software organizations apply different software 
processes. However, once the organization determines the 
elements of its software process, Little-JIL language can be 
used to model the software process in the following way. Fig. 
1 shows a simple software process modeled in Little-JIL 
language. 

1)  Activity: The activities and their sub-activities are 
represented as steps and their sub-steps in Little-JIL language. 
We take the simple software process in Fig. 1 as an example. 
In our software process model, “Requirement Analyze”, 
“Plan”, “System Design”, and so on, are activities in software 
process. They are represented as steps and they can be 
decomposed into sub-steps as far as necessary to describe 
them. The execution order of sub-steps depends on step 
sequencing of their parent step. “Modular Design” should 
select one of its sub-steps, either “Object-Oriented Design” or 
“Procedure-Oriented Design”, to be executed. If the sub-step 
chosen to be executed succeeds, step “Modular Design” is 
completed. Activities in software process may be proceeded or 
followed by other requisite activities. For example, 
“Requirement Review” is the post-requisite step of 
“Requirement Analyze”. Steps in Little-JIL language may 
throw exceptions, which can be captured and handled by 
exception handler steps. For example, step “System Design” 
may throw exception “e2: requirement inconsistency” and 
exception “e3: requirement vulnerability”. There is a “+” 
displayed adjacent to where the connector is attached to the 
sub-step “Modular Requirement Analysis”, which indicates 
that the sub-step should be executed at least one time and the 
executing time is optional. In our example model, the 
executing number of times depends on the number of modules. 

2)   Artifact: All products produced in software process are 
artifacts, such as design document, code, test cases, and so on. 
They are represented as parameters specified in the step 

interface. They are passed between steps via parameter 
bindings. 

3)   Resource: Resources in software process are specified in 
the step interface. For example, computers, development tools, 
and so on, are all resources. Agents such as engineers, 
programmers, tester, are treated as a special kind of resources 
in Little-JIL language. Because we haven’t taken the effects of 
resources into consideration in our approach, there are no 
resource instances in our example process model. 

4) Module: Little-JIL language allows multiple modules 
existing in Little-JIL process. Software process can be 
decomposed into smaller modules as far as necessary to model 
it. 

III AUTOMATIC FTA AND FMEA TECHNIQUES TO 
SOFTWARE PROCESSES 

   After modeling software process using Little-JIL language, 
various kinds of techniques can be used to manage, monitor or 
analyze them. FTA technique and FMEA technique, two fully-
fledged and widely used safety analysis techniques, can be 
used to analyze software process specified using Little-JIL 
language, discover defects in software process, and then 
recommended actions can be proposed to improve the 
processes. Table 1 made a comparison between traditional 
FTA technique and FMEA technique. Both FTA technique 
and FMEA technique provide the engineers with tools that can 
assist in providing reliable, safe and customer-pleasing 
software products. With increasing maturity, FTA technique 
and FMEA technique are widely accepted and applied to 
complex systems or processes in various industries especially 
safety critical industries such as health care industry. We 
notice that customers are placing increased demands on 
software companies for high quality, reliable software. Also, 
as we mentioned before, software quality depends heavily on 
their production procedure, that is software process. Therefore, 
in our approach, we apply FTA technique and FMEA 
technique to analyze software process. 

A.   Automatic FTA Technique to Software Processes 
   FTA technique is a structured top-down deductive analysis 
technique [11], which involves two steps: deriving the fault 
tree and analyzing the fault tree. It can systematically identify 
and evaluate all possible events that could lead to a given 
hazard. Traditionally, the step of deriving fault trees is very 
time-consuming and error-prone because it is performed 
manually by a group of experts. In order to overcome these 
shortcomings, we introduce an automatic FTA technique [12] 
which can automatically derive fault trees from processes 
modeled in Little-JIL language. By performing qualitative and 
quantitative analysis to fault trees, it can help identify all 
potential causes of the given hazards. In order to automate the 
procedure of deriving fault trees from Little-JIL processes, 
there are two issues need to be addressed: how to 
automatically extracted fault tree events from a Little-JIL 
process, and how to identify all immediate and necessary 
events that could lead to a given event and connected them to 
this event using appropriate gates. For the first issue, a few 
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types of events are predefined and they can be easily identified 
from the process definition. To address the second issue, a 
collection of templates are defined based on the Little-JIL 
process definition. Different templates are used to develop 
different types of events. Given a failure mode or hazard 
“Artifact ‘Software Product’ to ‘Customer Test’ is wrong”, 
Fig. 2 shows the fault tree automatically derived for it. Also, 
Minimal Cut Sets (MCSs) of the fault tree will also be 
computed.  

B.   Automatic FMEA Technique to Software Processes 
   FMEA technique is a systematic bottom-up inductive 
method of analyzing and evaluating safety problems in a 
system or process in order to avoid server hazards or 
consequences. FMEA technique essentially consists of 
identifying and listing all potential failure modes, accessing 
effects on the overall system for each failure mode, and then 
identifying all potential causes which may lead to each failure 
mode. We propose an automatic FMEA technique to analyze 

software process. Our approach involves four steps: define the 
failure mode, identify potential failure mode, identify effects 
for each failure mode, and indentify causes for a given failure 
mode. In our approach, we focus on the first three steps. We 
introduce automatic FTA technique described in Section III.A. 
to the final step, indentify causes for a given failure mode. In 
our work, we limit our attention to the failure modes which are 
related to artifacts. We believe that a large number of 
interesting failure modes are artifact-related failure modes or 
can be easily turned into artifact-related failure modes. For 
example, in many real world software processes, some hazards 
are caused by the delay of certain steps. To capture such faults, 
we can associate an artifact representing the execution time to 
each step. Our approach then can handle the delays just like 
the other artifact faults. Therefore, we predefine two types of 
artifact-related failure modes:  

1)   Type 1: Artifact p to Step S is wrong; (p is an “In” 
parameter in Step S) 

TABLE I.   Comparison between Traditional FTA technique and FMEA technique 

 FTA FMEA 
Direction of analysis Top-down (Deductive) Bottom-up (Inductive) 

Analyze time Reactive Proactive 
Focus of analysis Focusing on effects of a given hazard Focusing on causes of a given hazard 

Presentation of analysis Logic diagram Table 

 
Figure 1.    Simple Software Process Modeling in Little-JIL Language 
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2)   Type 2: Artifact p from Step S is wrong; (p is an “Out” 
parameter in Step S) 

   As we mentioned in Section II.A., there are four types of 
parameters. For any “In” parameter p of step S, a failure mode 
of “Type 1” is created; for any “Out” parameter p of step S, a 
failure mode of “Type 2” is created; for any “In/Out” 
parameter p of step S, failure modes of both “Type 1” and 
“Type 2” are created; “Locals” parameters are used the same 
as other three types of parameters, just with a limited scope, 
therefore, failures modes are created for them just in the same 
way as “In”, “Out” or “In/Out” parameters. 

   In order to generate effects for each failure mode, Artifact 
Flow Graph (AFG) is abstracted from software process. It 
includes all data dependence relationships among artifacts in 
software process. Given a failure mode “Artifact p to Step S is 
wrong” (Type 1) or “Artifact p from Step S is wrong” (Type 
2), we can decide all artifacts which p can flow to by 
traversing the AFG. Faults in p many be propagated to these 
artifacts. Therefore, faults of these artifacts are defined as 
effects of the given failure mode. We organize the result as an 

effect tree. Fig. 3 presents a small piece of FMEA tree view 
analyzed for the software process showed in Fig. 1. The root 
level is the step in the software process. The first level is the 
failure modes in that step, and other levels lists effects for 
each failure mode. The effect tree can be expanded to different 
levels until reaching final effects of each failure mode. 

C.   Combination of FTA technique with FMEA technique 
   The effect we defined is a failure mode too. Also, both the 
effect and the failure mode we predefined are events which 
can be used as top-events in the automatic FTA technique we 
described in III.A. Fault trees (potential causes) can be 
automatically generated for a given failure mode or effect.  

   Performing FTA for all potential failure modes and effects 
in a software process might be a huge job and sometimes a 
waste of time and energy. Also, not every failure leads to 
disastrous consequences. The failure modes or effects which 
may cause hazards should be paid more attention to than 
others. We suggest that after generating all potential failure 
modes and effects in a software process, the results should be 
examined carefully. If the failure mode or effect is critical, 

 
 

Figure 2.    Fault Tree Automatically Derived for a Given Hazard 

 
 

Figure3.   A Small Piece of FMEA Tree View 
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fault tree need to be generated to find out all potential causes 
of it, and then actions can be recommended to avoid the 
hazard. Also subsequent changes can be made to the software 
process to remove its weakness. In this way, it realizes the 
combination of FTA technique and FMEA technique and we 
can use the analysis results of these two techniques to improve 
the software process. It can prevent hazards before the 
software process comes into use and result in software 
products with high quality and reliability. 

IV RELATED WORKS 

   Most failure analyses and studies are based on either FTA 
technique or FMEA technique. Rarely, both FTA and FMEA 
techniques will be performed, and when both are performed, 
these will be separate activities executed one after another – 
without significant intertwining [16]. However, there still exist 
several approaches for combining these two techniques 
together for safety analysis. Bettina proposed an approach of 
combining manual FTA and FMEA technique for software
safety analysis [15]. In that approach, FTA technique provides 
selection criteria for FMEA technique, and FMEA technique 
provides feedbacks on completeness of FTA technique. 
Ref.[16] realized an innovative combination of FMEA and 
FTA techniques, which is able to maximize the advantages 
and at the same time to minimize the shortcomings of both 
known methodologies. IBM puts forwards to combining FTA 
technique with FMEA technique by performing FMEA 
technique first to identify potential failure modes in software 
development life cycle, and then using FTA technique to 
discover these causes of those failures [17]. We prefer 
applying these two safety analysis techniques to automatically 
analyze software processes. 

V Conclusions and Future Work 
   Nowadays, customers are placing increased demands on 
software organizations for high quality, reliable products with 
low cost and risk. In practice, engineers find that software 
quality depends heavily on the maturity and reliability of the 
software process. They come up with modeling software 
process in languages with enough precise semantics. Thanks 
to this, software development becomes predictable and 
controllable. Various kinds of techniques can be used to 
manage, monitor or analyze software process. We propose an 
idea of modeling software process using Little-JIL language, 
and then introduce FTA and FMEA, two fully-fledged and
widely used safety analysis techniques, to automatically 
analyze software process. Automatically performing FMEA 
technique and FTA technique to software processes modeled 
in Little-JIL process definition language addresses the major 
weaknesses of traditional FMEA and FTA approach – 
traditional approach requires good understanding of processes 
and is time-consuming. Analysis results can be combined to 
improve software process, which may lead to software 
products with higher quality and reliability, also lower cost 
and risk.  

   Software process is a complicated system compounded by 
various kinds of elements. Effects of FTA and FMEA 

techniques are closely related with the completeness of our 
software process model specified using Little-JIL language. 
Understanding of software process and semantics of Little-JIL 
language can have a strong impact on software process 
modeling. How to completely model real-world software 
process is one part of our future work. Also, the execution of 
software process is heavily influenced by the availability of 
people and materials [10], which are defined in the Little-JIL 
step interface as resources. In our work, we haven’t set up 
dependence relationships between resources and artifacts. The 
next work we have to do is to take the influence of resources 
into account.  

   One more limitation is that subsequent steps could be 
dependent on a previous step being done correctly. If we 
create a hypothetical output artifact to represent the erroneous 
step behavior, this artifact would not propagate erroneous 
information beyond this step. Therefore, we have to find a 
way to add fault propagations introduced by erroneous step 
behavior to generate the FMEA information. 
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